**Подпрограмма** – это часть основной программы, которая оформлена таким образом, что становится возможным многократно использовать ее при выполнении основной программы.
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Подпрограмма

Подпрограмма может входить в состав готовой библиотеки. В этом случае эту библиотеку требуется «заказать».

Если подпрограммы вызывается из библиотеки, то требуется знать ее имя, входные параметры, а также понимать, как подпрограмма передаст результаты своей работы.

Если же программист сам разрабатывает подпрограмму, то кроме имени, входных параметров и результатов, подпрограмму требуется оформить по правилам языка программирования. Эти правила различаются в разных языках.

В каком случае часть кода целесообразно оформлять как подпрограмму?

Имеет смысл часть кода основной программы оформить в виде подпрограммы тогда, когда он повторяется многократно в разных местах программы. Такой прием сокращает длину кода, хотя увеличивает затраты времени на вызов подпрограммы.

Вторая причина заключается в том, что большую программу целесообразно разделить на несколько блоков и в этом случае программа становится структурно более логичной.

Любая подпрограмма имеет имя (по правилам программирования), использует входные данные и в результате выполнения - выходные данные.

Входные данные называются **параметрами** подпрограммы. Иногда среди параметров могут быть и результат работы подпрограммы.

Подпрограмма может возвращать результат своей работы по-разному: через параметры, либо в виде значения (например, в виде числа).

В некоторых языках программирования (например, pascal, 1C и пр) подпрограммы делятся на два вида: **процедуры** и **функции.**

Процедуры передают результат через параметры, а функции через значение.

Любую подпрограмму можно оформить как процедуру или как функцию. Это дело программиста.

Например, всем известная подпрограмма вычисления **sin**. Если она оформлена как процедура, то ее вызов будет оформлен примерно так:

**sin(30, rez);**

где, 30 – это входные данные, а **rez** – результат работы (0.5).

При оформлении подпрограммы, как функции:

**rez=sin(30);**

где, rez – результат вычисления (0,5)

В некоторых языках различие в оформлении подпрограмм еще заключается в названиях. Процедуры называются **procedure**, а функции – **function.**

В с++ обычно все подпрограммы называются функциями.

Также в с++ нет формального разделения подпрограмм на процедуры и функции. Любая подпрограмма имеет **тип**, **имя** и **саму подпрограмму**. Отличие лишь в следующем: если в подпрограмме имеется оператор **return**, то формально это функция. Если же тип подпрограммы **void**, то **return** можно не указывать и тогда, подпрограмму можно считать процедурой. Но это достаточно условно.

Передача параметров подпрограмме имеет некоторые особенности в разных языках программирования.

Рассмотрим правила оформления подпрограммы и передачи параметров в с++ на примере.

Допустим, в программе возникла необходимость многократно выдавать на экран содержание массива, причем «красиво» оформленного.
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Причем количество звездочек зависит от размерности массива. **n** – количество элементов в массиве **mas** и подсчитать это количество автоматически. Далее предлагается одно из решений**:**

int mas1[12] = { 25, 55, 66, 32, 43,-1, 99,5, 96, 23, 4, 1 };

cout << "12 элементов" << endl;

for (int i = 0; i<(12\*4); i++) cout << "\*";

cout << endl;

cout << " ";

for (int i = 0; i<12; i++) cout << mas1[i] << " ";

cout << endl;

for (int i = 0; i< (12\*4); i++) cout << "\*";

cout << endl << endl;

Если в программе выдаются несколько массивов с разным количеством элементов, то этот код потребуется повторить тоже несколько раз. Например,

#include <iostream>

using namespace std;

int main()

{

int mas1[12] = { 25, 55, 66, 32, 43,-1, 99,5, 96, 23, 4, 1 };

int mas2[10] = {5 , 65, 88, 77, 43,-6, 99,5, 96, 9};

cout << "**12** элементов" << endl;

for (int i = 0; i<(**12**\*4); i++) cout << "\*";

cout << endl;

cout << " ";

for (int i = 0; i<**12**; i++) cout << mas1[i] << " ";

cout << endl;

for (int i = 0; i< (**12**\*4); i++) cout << "\*";

cout << endl << endl;

cout << "**10** элементов" << endl;

for (int i = 0; i<(**10**\*4); i++) cout << "\*";

cout << endl;

cout << " ";

for (int i = 0; i<**10**; i++) cout << mas2[i] << " ";

cout << endl;

for (int i = 0; i< (**10**\*4); i++) cout << "\*";

cout << endl << endl;

}

Результат
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А если нам требуется выдать еще один массив, то еще раз это блок кода придётся повторить.

Для упрощения работы с такими повторяющимся блоками кода обычно используют подпрограммы.

Оформим наш код выдачи массива на экран в виде подпрограммы:

void WrMas(int mas[],int n)

{

cout << n << " элементов" << endl;

for (int i = 0; i<(n\*4); i++) cout << "\*";

cout << endl;

cout << " ";

for (int i = 0; i<n; i++) cout << mas[i] << " ";

cout << endl;

for (int i = 0; i< (n\*4); i++) cout << "\*";

cout << endl <<endl;

}

Наша функция называется **WR** и она не имеет типа (**void**).

Массив описывается как **int mas[],** т.е. подпрограмме не требуется указывать в квадратных скобках размерность. Но указать количество чисел **n** – обязательно.

Параметры, которые указаны при описании подпрограммы, называются **формальными** параметрами.

Формальные параметры называться произвольными именами, но тип и порядок следования – важен и должен соответствовать вызывающей программе. Т.е. mas и n можно заменить на любые другие имена, например, **pam** и **k,** но их тип порядок следования не должен изменятся, иначе будет ошибка:

void WrMas(int pam[],int k)

{

cout << k << "- elements" << endl;

for (int i = 0; i<k\*4); i++) cout << "\*";

cout << endl;

cout << " ";

for (int i = 0; i<k; i++) cout << pam[i] << " ";

cout << endl;

for (int i = 0; i< (k\*4); i++) cout << "\*";

cout << endl << endl;

}

Приведем полный текст программы:

**#include <iostream>**

using namespace std;

void WrMas(int mas[],int n)

{

cout << n << " элементов" << endl;

for (int i = 0; i<(n\*4); i++) cout << "\*";

cout << endl;

cout << " ";

for (int i = 0; i<n; i++) cout << mas[i] << " ";

cout << endl;

for (int i = 0; i< (n\*4); i++) cout << "\*";

cout << endl <<endl;

}

int main()

{

int mas1[12] = { 25, 55, 66, 32, 43,-1, 99,5, 96, 23, 4, 1 };

int mas2[10] = {5 , 65, 88, 77, 43,-6, 99,5, 96, 9};

WrMas(mas1,12);

WrMas(mas2,10);

}

Результат:

![](data:image/png;base64,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)

Нашу функцию **WrMas** вызвали два раза, для разных массивов. Код программы стал существенно короче.

Параметры mas1, mas2, 12 и 10 в главной программе называются **фактическими** параметрами. Они могут задаваться по-разному. В нашем случае это:

**WrMas(mas1, 12);**

**WrMas(mas2, 10);**

В этом случае, мы в подпрограмму передаем как бы сам массив, вернее его копию. Это не совсем экономно. Желательно, передать его адрес. Тогда лишняя память не тратится:

**WrMas(&mas1[0], 12);**

**WrMas(&mas2[0], 10);**

**&** означает «адрес» начала массива (ссылка).

**mas1[0]** – это начало массива.

Конец лекции